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**Мета**. Ознайомитись і дослідити структуру даних бінарна купа. Набути навичок реалізації абстрактної структури даних черга з пріоритетом на основі бінарної купи мовою програмування С++. Ознайомитись з механізмом перевантаження операторів та дослідити особливості сортування купою (пірамідального сортування). Порівняти власну реалізацію пріоритетної черги з готовим бібліотечним рішенням STL.

**Варіант завдань – 2**

**Код:**

#include <iostream>

#include <ctime>

#include <cmath>

#include <string>

#include <cstdlib>

#include <cstring>

#include <queue>

#include <cstdlib>

#include <algorithm>

#include <iomanip>

using namespace std;

struct Data{

    int hp;

    int damage;

    int skill;

    Data(){

        hp = rand() % 100;

        damage = rand() % 100;

        skill = rand() % 100;

    }

};

bool operator<(Data e1, Data e2){ return e1.skill <= e2.skill; }

bool operator>(Data e1, Data e2){ return e1.skill >= e2.skill; }

bool operator==(Data e1, Data e2){ return e1.skill == e2.skill; } //&& e1.hp == e2.hp && e1.damage == e2.damage; }

void operator<<(ostream & os, Data e){

    cout << e.damage << ' ' << e.hp << ' ' << e.skill << ' ';

}

template<typename T> class PriorityQueue{

    public :

        int typesize = sizeof(T);

        int Size = 0;

        int max\_size = 1;

        T\* array = new T[max\_size];

        T\* sort(T\* arr, int len){

            max\_size = len + 10;

            array = new T[max\_size];

            for (size\_t i = 0; i < len; i++) push(arr[i]);

            for (size\_t i = 0; i < len; i++) pop();

            return array;

        }

        void push(T elem){

            if (Size == max\_size){

                max\_size \*= 2;

                T\* temp\_array = new T[max\_size];

                memcpy(temp\_array, array, Size \* typesize);

                destructor();

                array = temp\_array;

            }

            array[Size] = elem;

            siftUp(Size);

            Size++;

        }

        void siftUp(int index){

            for (int parent = getParent(index); array[index] > array[parent] && index > 0; index = parent, parent = getParent(index))

                swap(array[parent], array[index]);

        }

        void siftDown(int parent){

            int temp, left = getLeftChild(parent), right = getRightChild(parent);

            while(left < Size){

                temp = 0;

                if(array[left] > array[parent]) temp = left;

                if (right < Size) {

                    if(array[right] > array[left]) temp = right;

                }

                if(temp != 0){

                    swap(array[temp], array[parent]);

                    parent = temp;

                }

                else break;

                left = getLeftChild(parent), right = getRightChild(parent);

            }

        }

        int getParent(int index){ return index == 0 ? 0 : index % 2 == 0 ? (index - 2) / 2 : (index - 1) / 2; }

        int getLeftChild(int index) { return index \* 2 + 1; }

        int getRightChild(int index) { return index \* 2 + 2; }

        void print(int m = 1000){

            if(Size == 0) cout << "no elem" << endl;

            else{

                for (size\_t i = 0; i < Size && i < m; i++) cout << array[i] << endl;

            }

            cout << endl;

        }

        T top(){ return array[0]; }

        void pop(){

            swap(array[0], array[Size - 1]);

            Size--;

            siftDown(0);

        }

        bool empty(){ return Size <= 0; }

        int size(){ return Size; }

        void destructor(){delete [] array;}

};

template <typename T>

float testPriorityQueueSpeed(T&& priorityQueue)

{

    const int iters = 100000;

    clock\_t timeStart = clock();

    for (int i = 0; i < iters; i++)

    {

        int insertDataAmount = rand() % 6 + 5;

        for (int j = 0; j < insertDataAmount; j++)

        {

            priorityQueue.push(Data());

        }

        priorityQueue.top();

        priorityQueue.pop();

    }

    clock\_t timeEnd = clock();

    float time = (float(timeEnd - timeStart)) / CLOCKS\_PER\_SEC;

    return time;

}

bool testPriorityQueue()

{

    srand(time(NULL));

    const int iters = 20000;

    PriorityQueue<Data> myPriorQueue;

    priority\_queue<Data> stlPriorQueue;

    bool isDataEqual = true;

    for (int i = 0; i < iters; i++)

    {

        int insertDataAmount = rand() % 6 + 5;

        for (int j = 0; j < insertDataAmount; j++)

        {

            Data randData = Data();

            myPriorQueue.push(randData);

            stlPriorQueue.push(randData);

        }

        if (!(myPriorQueue.top() == stlPriorQueue.top()))

        {

            isDataEqual = false;

            cerr << "Comparing failed on iteration " << i << endl << endl;

            break;

        }

        int removeDataAmount = rand() % insertDataAmount;

        for (int j = 0; j < removeDataAmount; j++)

        {

            myPriorQueue.pop();

            stlPriorQueue.pop();

        }

    }

    int myQueueSize = myPriorQueue.size();

    int stlQueueSize = stlPriorQueue.size();

    float stlTime = testPriorityQueueSpeed<priority\_queue<Data>>(priority\_queue<Data>());

    float myTime = testPriorityQueueSpeed<PriorityQueue<Data>>(PriorityQueue<Data>());

    cout << "My PriorityQueue:" << endl;

    cout << "Time: " << myTime << ", size: " << myQueueSize << endl;

    cout << "STL priority\_queue:" << endl;

    cout << "Time: " << stlTime << ", size: " << stlQueueSize << endl << endl;

    if (isDataEqual && myQueueSize == stlQueueSize)

    {

        cout << "The lab is completed" << endl << endl;

        return true;

    }

    cerr << ":(" << endl << endl;

    return false;

}

int main(int argc, char\*\* argv){

    srand(time(0));

    int mode = 0;

    switch (mode) {

        case 0 : {

            bool echo = 0;

            int N;

            cout << "enter number of elements : ";

            cin >> N;

            int\* unsorted = new int[N];

            for (size\_t i = 0; i < N; i++) { unsorted[i] = rand() % 30; if (echo) cout << unsorted[i] << ' '; }

            if (echo) cout << endl;

            clock\_t stl = clock();

            sort(unsorted, unsorted + N);

            clock\_t end\_stl = clock();

            if (echo) for (size\_t i = 0; i < N; i++) cout << unsorted[i] << ' ';

            if (echo) cout << endl;

            clock\_t my = clock();

            PriorityQueue<int> sortingHeap;

            int\* sorted = sortingHeap.sort(unsorted, N);

            clock\_t end\_my = clock();

            sortingHeap.destructor();

            delete [] sorted;

            delete [] unsorted;

            if (echo) for (size\_t i = 0; i < N; i++) cout << sorted[i] << ' ';

            if (echo) cout << endl;

            cout << "heap sort time : " << (double)(end\_my - my) / CLOCKS\_PER\_SEC << endl;

            cout << "stl sort time : " << setprecision(13) << (double)(end\_stl - stl) / CLOCKS\_PER\_SEC << endl;

            break;

        }

        case 1 :{

            testPriorityQueue();

            break;

        }

    }

    getchar();

    getchar();

    return 0;

}

**Результат виконання програми:**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAX4AAAA1CAIAAADJUBewAAAAAXNSR0IArs4c6QAAB9dJREFUeF7tnTtvXEUUx71WgqAjEqKnpAC+ggvqSHwVRzLhVSKRNpTYeB0pRHR8AApXSBaSBTT0EUg0AScmBDneXWZ11ofjeZ4zO/fu679ysb73zHn8ZubMmdm79mAymZz+eDp8MLz/5f0tvEAABECgFwLbzsp4PO7FFoyAAAiAwIzAwFU9Jz+cPHz08HB4CCogAAIg0A+BbZd6RqPRZDzpxx6sgAAIgIAjMN1wuZdLQMABAiAAAr0RmKWex7897s1k/4aOj4/7NyotOgfoVefGnM3rjKIVCHRKYEBnzLu7u/v7+xWW3KzY2dmpaNhnk8U62cp6Kz0m8gsxyh6G1mX6lgOv6+smaBDWEJhVPRpRyIBAnwRSRaLLONHVruvrfca+Cbb8qie6etDiQ7e418ORUVyFonoylFPycjHk99GRSi5JPTIEusUOyNDCePOjIbXqsnXlYLLqCeUzHEzxVvSvBpGyRuYu8wZV9FevOJJDoom8su8gZiJwrerh5MIz1it9eULSBCYxehPmHb4oBzENC6mnOF5N8uyGN8TZrpx+pnjzKVIC4XjdG3rPb4rBRvWkWmX8j3IwxZvvX+50ZSoxDUpveYi2jWZYL7fKhq3krYFAPkVg+uE6vUgiNXWtI6y5Hk0Xpoxq4vICbBKvN3vnDCHaPBryPBw0TtbJeOtTnRLO42EHUX7v7nq1w2gYJeCf9VD/KVfpfCGQ12Od2x31XzHenv0s+uNx6Fo+le+aDJKKPpXVq1fURFNbK/kKV9EkT8BPPbKQnmfWtdLTdf8tm59Wf7qWT/Fnu6mNTEcdlxqTXV/vKJxNVhupeprg6GdEVljxavIKDVE+rGdOhdbmXcs3GQykZP5S2uUXyVnuKzu93hACVDEBl3rcKc+1gx5TDU+jwRtVNCZMekxdwkb1dRk7I5u08lPqcYHovfKiTvnDeD3UVv+t8hRL2L+yZ6uDzfe4F7K3t4om3FRqa3XdNEQhXCQwGF1eOqHdO3cODg6K0hAAARAAgSYEtv+veZrogxIQAAEQUBDA08wKSBABARBoTQCppzVR6AMBEFAQuHbMrJCHCAiAAAg0ILAtPuBqoA4qQAAEQEBD4Noxs/UhEY2BFZWZ/yGUFQ0cboNAPwTW7azHmj2t8v30SmjF+pBURh5ZdVGdCLuSwDT1/PP8yd/P/gAXSSD6haDFIrK6ZJVfbHSwvmkEBi8vLn4//ebzr7579O33bj3kZ9W9p1RldRC9JS9KPQ6o5oHXlP7o9aifYf2St5uR51teUOHgYIEMn9SQoiZKOCHezEglPiwgf2V0GrubNhkQb58Epmc9r916c2t0QVZpaHIC4os0SfhJfG9Ye/JSD73Ph8RGvYWaJ6fGLrelN8WplZHPNGe1YVaK8mnel0WYnkUpb23b3HkoBAEmMN1w3Xrr/ZuvvEGXUjM2OuUq5K3orXat+k3yKWckh2LKY4ua/CjdozMavf6ovL65iQyEQcBKwP2pMPefcLZuvPp6sTDhk8twPsy5nFLRRC9rAEsyl9j/ihA0IXNhqBGmSjMsIZeElTIEiK03Ae0jhbyLkQNabpTmxMT6O5q6c7pXbB7lU2ylF7Bmjai8zO91iV7vMCRBIE9gVvUUMeUzQuauaY8QusGalzwlVbinn/xUFRKckGeoJyovk6PTY93uFUcIBEDARMAdM9OWK/eiJTTcU/BGKZoySF6zXEvNUl7apdlSjM26d4vK82SWZULGdIpP0VuTgD5VcZKqSIgmlyAMAtUEBi9e/Osa7+3tHR5+Xa3Fa6jMOK3MQQ8IgMDKEZhVPfyHClcuADgMAiCwigS0Zz2rGBt8BgEQWFoCV/+Hq6mDmkOZpgahDARAYMUIrNvXR1cMP9wFgU0lcLXhyn/Etal0EDcIgEBHBLSPFEbNKz977sj1Jmqtn1g3MQolIAAC2v9IEX1CZIGPpVmfWLHKL2pkhA9P5T3Jy4dRW/UvigPsrj2BTf8DqQvMnqmxZXUpJR/NO84oy69KOl77SbiZAQ6enj93kX/80d2j4aF7I4cjP6TrofE+wDI9QBjqJ+XR66SZbrHRcMLkP1DLyPMtqSFV32X8LBYm0v+MsEeyCDYjz+i80DK/buYEQNSLIsBnPdNzZhqv/CKfeJH0rld4HNXPeSe6GnMTmSZo/ij9yfifqS94ioZZqZ+qwVqSePL5dFzRd2gCAm0JLMuGKzrVlcVCWyLSaDiBU35mfMgkuGgrOo7R5w6rfFi+NQcIhSBQJDA7Zv75l19pytE4ti65RTNcQFXr109FpTN1Yux/R4i4ylO6Z5KX/bskPJVhQmz9CEyrnr1Pvnjvnbfl9orGaBfR8i6pI/1d+Cx1yg1pF7PXqrNC3lqFdY0U+jeTwPTro8sQOWeiJU9JFe7pq0iZ8cM9V6gnL5/vVtOebhlGCHxYMwKDv56ef/jpvZvjs6OjoZxX4XLKd/lWOA/zi3BGf/RWfnqE/hQnG1d2qfMOmswURfiGLnpFUHFAUBNleVJE5OlJyaf8tEIrRgcBEKgjMPjz7PzuZ/dujM8eHA3rVKAVCIAACFgJuNTzzLW5ffuDn05PrI0hDwIgAAJ1BGZfH3336pi5TgtagQAIgICJwPZoPHE/7mVqBmEQAAEQmIcA/l7PPPTQFgRAoJLA9svLkftxdU+lAjQDARAAATuB/wAtMjqxqBC/jQAAAABJRU5ErkJggg==)

![](data:image/png;base64,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)

**Висновок:**

В ході виконання лабораторної роботи було реалізовано структуру даних бінарна купа. Було розроблена структура даних черга з пріоритетом на основі бінарної купи. Було реалізовано перевантаження операторів >, <, == для структури даних мого варіанту. Моя реалізація була порівняна з STL реалізацією і показала незначно менший час виконання алгоритму. Було реалізовано алгоритм пірамідального сортування на основі раніше реалізованої бінарної купи, яке показує в середньому в 2 раза гірші результати в плані часу виконання в порівнянні з алгоритмом std::sort().